**Singleton class**

**What is a singleton class?**

|  |
| --- |
| It is a class for which we can create only one object |

**Example on singleton class**

class One

{

    private static One o1;

    int a,b;

    private One()

    {   super();

        System.out.println("One class default constructor.");

        /\*a=0;b=0; \*/

    }

    public static One getInstance()//One

    {

        if(o1==null)

        {

            o1=new One();

        }

        return o1;

    }

    public void setA(int a)//r1=1002

    {

        this.a=a;

    }

    public void setB(int b)//r1

    {

        this.b=b;

    }

    public int getA()

    {return a;}

    public int getB()

    {return b;}

}

public class Singleton

{

    public static void main(String[] args)

    {        //r1==1002

           One r1=One.getInstance();

           r1.setA(100);

           r1.setB(200);

           One r2=One.getInstance();

           One r3=One.getInstance();

           System.out.println("r1 object state...");

           System.out.println("a:\t"+r1.getA());

           System.out.println("b:\t"+r1.getB());

           System.out.println("r2 object state...");

           System.out.println("a:\t"+r2.getA());

           System.out.println("b:\t"+r2.getB());

           System.out.println("r3 object state...");

           System.out.println("a:\t"+r3.getA());

           System.out.println("b:\t"+r3.getB());

    }

}

**Immutable object**

|  |
| --- |
| It is an object whose data (object state) can’t be changeable |

**What is the default value of a final variable?**

|  |
| --- |
| 1. Compiler doesn’t initialize final fields 2. Final fields must be initialized explicitly by the programmer. |

**Can we initialize final fields by using setter methods?**

|  |
| --- |
| No we can’t. we have to initialize them either at the time of declaration or by using constructor. |

**Example on creating immutable objects**

**ImmutableDemo.java**

final class One

{

    private final int a,b;

    One(int a,int b)

    {

        this.a=a;

        this.b=b;

    }

    public int getA()

    {return a;}

    public int getB()

    {return b;}

}

public class ImmutableDemo

{

    public static void main(String[] args)

    {

        One o1=new One(100,200);

        System.out.println("Object state....");

        System.out.println("o1.getA():\t"+o1.getA());

        System.out.println("o1.getB():\t"+o1.getB());

    }

}

**Output:**

bject state....

o1.getA(): 100

o1.getB(): 200

**contextual keyword record**

|  |
| --- |
| By using record contextual keyword we can write a class for which we can create only immutable objects. |

**Example**

record One(int a,int b){

    public int add()

    {

        return a+b;

    }

}

public class ImmutableDemo

{

    public static void main(String[] args)

    {   One o1=new One(100,200);

        System.out.println("Object state....");

        System.out.println("o1.a():\t"+o1.a());

        System.out.println("o1.b():\t"+o1.b());

        System.out.println("o1.add():\t"+o1.add());

        System.out.println(o1);

    }

}

Output:

Object state....

o1.a(): 100

o1.b(): 200

o1.add(): 300

One[a=100, b=200]
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